In Memory Caching in ASP.NET Core

Caching basics

Caching can significantly improve the performance and scalability of an app by reducing the work required to generate content. Caching works best with data that changes infrequently. Caching makes a copy of data that can be returned much faster than from the original source. You should write and test your app to never depend on cached data.

ASP.NET Core supports several different caches. The simplest cache is based on the [IMemoryCache](https://docs.microsoft.com/aspnet/core/api/microsoft.extensions.caching.memory.imemorycache), which represents a cache stored in the memory of the web server. Apps which run on a server farm of multiple servers should ensure that sessions are sticky when using the in-memory cache. Sticky sessions ensure that subsequent requests from a client all go to the same server. For example, Azure Web apps use [Application Request Routing](https://www.iis.net/learn/extensions/planning-for-arr) (ARR) to route all subsequent requests to the same server.

Non-sticky sessions in a web farm require a [distributed cache](https://docs.microsoft.com/en-us/aspnet/core/performance/caching/distributed) to avoid cache consistency problems. For some apps, a distributed cache can support higher scale out than an in-memory cache. Using a distributed cache offloads the cache memory to an external process.

The IMemoryCache cache will evict cache entries under memory pressure unless the [cache priority](https://docs.microsoft.com/aspnet/core/api/microsoft.extensions.caching.memory.cacheitempriority)is set to CacheItemPriority.NeverRemove. You can set the CacheItemPriority to adjust the priority the cache evicts items under memory pressure.

The in-memory cache can store any object; the distributed cache interface is limited to byte[].

Using IMemoryCache

In-memory caching is a *service* that is referenced from your app using [Dependency Injection](https://docs.microsoft.com/en-us/aspnet/core/fundamentals/dependency-injection). Call AddMemoryCache in ConfigureServices:

C#Copy

using Microsoft.AspNetCore.Builder;

using Microsoft.Extensions.DependencyInjection;

public class Startup

{

public void ConfigureServices(IServiceCollection services)

{

services.AddMemoryCache();

services.AddMvc();

}

public void Configure(IApplicationBuilder app)

{

app.UseMvcWithDefaultRoute();

}

}

Request the IMemoryCache instance in the constructor:
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public class HomeController : Controller

{

private IMemoryCache \_cache;

public HomeController(IMemoryCache memoryCache)

{

\_cache = memoryCache;

}

IMemoryCache requires NuGet package "Microsoft.Extensions.Caching.Memory".

The following code uses [TryGetValue](https://docs.microsoft.com/aspnet/core/api/microsoft.extensions.caching.memory.imemorycache" \l "Microsoft_Extensions_Caching_Memory_IMemoryCache_TryGetValue_System_Object_System_Object__) to check if the current time is in the cache. If the item is not cached, a new entry is created and added to the cache with [Set](https://docs.microsoft.com/aspnet/core/api/microsoft.extensions.caching.memory.cacheextensions#Microsoft_Extensions_Caching_Memory_CacheExtensions_Set__1_Microsoft_Extensions_Caching_Memory_IMemoryCache_System_Object___0_).
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public IActionResult CacheTryGetValueSet()

{

DateTime cacheEntry;

// Look for cache key.

if (!\_cache.TryGetValue(CacheKeys.Entry, out cacheEntry))

{

// Key not in cache, so get data.

cacheEntry = DateTime.Now;

// Set cache options.

var cacheEntryOptions = new MemoryCacheEntryOptions()

// Keep in cache for this time, reset time if accessed.

.SetSlidingExpiration(TimeSpan.FromSeconds(3));

// Save data in cache.

\_cache.Set(CacheKeys.Entry, cacheEntry, cacheEntryOptions);

}

return View("Cache", cacheEntry);

}

**CacheKeys.cs**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Threading.Tasks;

namespace CacheDemo

{

public static class CacheKeys

{

public static readonly string Entry = "\_Entry";

public static readonly string CallbackEntry = "\_Callback";

public static readonly string CallbackMessage = "\_CallbackMessage";

public static readonly string Parent = "\_Parent";

public static readonly string Child = "\_Child";

public static readonly string DependentMessage = "\_DependentMessage";

public static readonly string DependentCTS = "\_DependentCTS";

public static string Ticks { get { return "\_Ticks"; } }

public static string CancelMsg { get { return "\_CancelMsg"; } }

public static string CancelTokenSource { get { return "\_CancelTokenSource"; } }

}

}

The current time and the cached time is displayed:
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@model DateTime?

<div>

<h2>Actions</h2>

<ul>

<li><a asp-controller="Home" asp-action="CacheTryGetValueSet">TryGetValue and Set</a></li>

<li><a asp-controller="Home" asp-action="CacheGet">Get</a></li>

<li><a asp-controller="Home" asp-action="CacheGetOrCreate">GetOrCreate</a></li>

<li><a asp-controller="Home" asp-action="CacheGetOrCreateAsync">GetOrCreateAsync</a></li>

<li><a asp-controller="Home" asp-action="CacheRemove">Remove</a></li>

</ul>

</div>

<h3>Current Time: @DateTime.Now.TimeOfDay.ToString()</h3>

<h3>Cached Time: @(Model == null ? "No cached entry found" : Model.Value.TimeOfDay.ToString())</h3>

The cached DateTime value will remain in the cache while there are requests within the timeout period (and no eviction due to memory pressure). The image below shows the current time and an older time retrieved from cache:

![Index view with two different times displayed](data:image/png;base64,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)

The following code uses [GetOrCreate](https://docs.microsoft.com/aspnet/core/api/microsoft.extensions.caching.memory.cacheextensions" \l "Microsoft_Extensions_Caching_Memory_CacheExtensions_GetOrCreate__1_Microsoft_Extensions_Caching_Memory_IMemoryCache_System_Object_System_Func_Microsoft_Extensions_Caching_Memory_ICacheEntry___0__) and [GetOrCreateAsync](https://docs.microsoft.com/aspnet/core/api/microsoft.extensions.caching.memory.cacheextensions" \l "Microsoft_Extensions_Caching_Memory_CacheExtensions_GetOrCreateAsync__1_Microsoft_Extensions_Caching_Memory_IMemoryCache_System_Object_System_Func_Microsoft_Extensions_Caching_Memory_ICacheEntry_System_Threading_Tasks_Task___0___) to cache data.

C#Copy

public IActionResult CacheGetOrCreate()

{

var cacheEntry = \_cache.GetOrCreate(CacheKeys.Entry, entry =>

{

entry.SlidingExpiration = TimeSpan.FromSeconds(3);

return DateTime.Now;

});

return View("Cache", cacheEntry);

}

public async Task<IActionResult> CacheGetOrCreateAsync()

{

var cacheEntry = await

\_cache.GetOrCreateAsync(CacheKeys.Entry, entry =>

{

entry.SlidingExpiration = TimeSpan.FromSeconds(3);

return Task.FromResult(DateTime.Now);

});

return View("Cache", cacheEntry);

}

The following code calls [Get](https://docs.microsoft.com/aspnet/core/api/microsoft.extensions.caching.memory.cacheextensions#Microsoft_Extensions_Caching_Memory_CacheExtensions_Get__1_Microsoft_Extensions_Caching_Memory_IMemoryCache_System_Object_) to fetch the cached time:

C#Copy

public IActionResult CacheGet()

{

var cacheEntry = \_cache.Get<DateTime?>(CacheKeys.Entry);

return View("Cache", cacheEntry);

}

See [IMemoryCache methods](https://docs.microsoft.com/aspnet/core/api/microsoft.extensions.caching.memory.imemorycache) and [CacheExtensions methods](https://docs.microsoft.com/aspnet/core/api/microsoft.extensions.caching.memory.cacheextensions) for a description of the cache methods.

Using MemoryCacheEntryOptions

The following sample:

* Sets the absolute expiration time. This is the maximum time the entry can be cached and prevents the item from becoming too stale when the sliding expiration is continuously renewed.
* Sets a sliding expiration time. Requests that access this cached item will reset the sliding expiration clock.
* Sets the cache priority to CacheItemPriority.NeverRemove.
* Sets a [PostEvictionDelegate](https://docs.microsoft.com/aspnet/core/api/microsoft.extensions.caching.memory.postevictiondelegate) that will be called after the entry is evicted from the cache. The callback is run on a different thread from the code that removes the item from the cache.

C#Copy

public IActionResult CreateCallbackEntry()

{

var cacheEntryOptions = new MemoryCacheEntryOptions()

// Pin to cache.

.SetPriority(CacheItemPriority.NeverRemove)

// Add eviction callback

.RegisterPostEvictionCallback(callback: EvictionCallback, state: this);

\_cache.Set(CacheKeys.CallbackEntry, DateTime.Now, cacheEntryOptions);

return RedirectToAction("GetCallbackEntry");

}

public IActionResult GetCallbackEntry()

{

return View("Callback", new CallbackViewModel

{

CachedTime = \_cache.Get<DateTime?>(CacheKeys.CallbackEntry),

Message = \_cache.Get<string>(CacheKeys.CallbackMessage)

});

}

public IActionResult RemoveCallbackEntry()

{

\_cache.Remove(CacheKeys.CallbackEntry);

return RedirectToAction("GetCallbackEntry");

}

private static void EvictionCallback(object key, object value,

EvictionReason reason, object state)

{

var message = $"Entry was evicted. Reason: {reason}.";

((HomeController)state).\_cache.Set(CacheKeys.CallbackMessage, message);

}

Cache dependencies

The following sample shows how to expire a cache entry if a dependent entry expires. A CancellationChangeToken is added to the cached item. When Cancel is called on the CancellationTokenSource, both cache entries are evicted.

C#Copy

public IActionResult CreateDependentEntries()

{

var cts = new CancellationTokenSource();

\_cache.Set(CacheKeys.DependentCTS, cts);

using (var entry = \_cache.CreateEntry(CacheKeys.Parent))

{

// expire this entry if the dependant entry expires.

entry.Value = DateTime.Now;

entry.RegisterPostEvictionCallback(DependentEvictionCallback, this);

\_cache.Set(CacheKeys.Child,

DateTime.Now,

new CancellationChangeToken(cts.Token));

}

return RedirectToAction("GetDependentEntries");

}

public IActionResult GetDependentEntries()

{

return View("Dependent", new DependentViewModel

{

ParentCachedTime = \_cache.Get<DateTime?>(CacheKeys.Parent),

ChildCachedTime = \_cache.Get<DateTime?>(CacheKeys.Child),

Message = \_cache.Get<string>(CacheKeys.DependentMessage)

});

}

public IActionResult RemoveChildEntry()

{

\_cache.Get<CancellationTokenSource>(CacheKeys.DependentCTS).Cancel();

return RedirectToAction("GetDependentEntries");

}

private static void DependentEvictionCallback(object key, object value,

EvictionReason reason, object state)

{

var message = $"Parent entry was evicted. Reason: {reason}.";

((HomeController)state).\_cache.Set(CacheKeys.DependentMessage, message);

}

Using a CancellationTokenSource allows multiple cache entries to be evicted as a group. With the using pattern in the code above, cache entries created inside the using block will inherit triggers and expiration settings.

Additional notes

* When using a callback to repopulate a cache item:
  + Multiple requests can find the cached key value empty because the callback hasn't completed.
  + This can result in several threads repopulating the cached item.
* When one cache entry is used to create another, the child copies the parent entry's expiration tokens and time-based expiration settings. The child is not expired by manual removal or updating of the parent entry.